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Data is the essence of every application that we design. The performance of any application largely depends on the way the data is organized and structured. The organization of data also plays an important role in the design and implementation of efficient algorithms and program development. There exist many ways of organizing data and each specific organization of data can be represented by means of a logical or mathematical model, referred to as data structure. A variety of data structures are available depending on the type of application. The choice of any data structure depends on its simplicity and effectiveness in processing of data.

Keeping pace with the ever increasing importance of data structures, most universities have integrated this subject in their curriculum. The book in your hands, *Data Structures Using C*, covers all the necessary material in the subject as per the syllabi of most universities. The text has been carefully organized to make it particularly easy for the students to understand the introductory as well as advanced concepts of data structures. It lays emphasis on theory and design of data structures and their implementation using ‗C‘ programming language. An attempt has been made to make the book self-contained so that the students can learn the subject by them.

**Key Features**
- Lucid, well-explained concepts with clear examples
- Complete coverage of the subject as per the syllabi of most universities
- Relevant illustrations for better understanding and retention
- Emphasis on the practical application of theory
- Chapter-end summary and questions for quick review
- Numerous programming examples for better clarity of concept
- A comprehensive index at the end of the book for quick access to the topics

**Text Layout**
The text is organized into 12 chapters.
- *Chapter 1* provides an overview of the programming language C. It discusses various elements of C such as data types, operators, expressions, etc.
• Chapter 2 introduces various data structures and discusses how algorithms can be analyzed.
• Chapter 3 deals with one-, two-, and multi-dimensional arrays with programming examples and discusses various application areas where they can be used. It also discusses string handling.
• Chapter 4 covers the concept of linked list, operations that can be performed on them and various application areas where they can be used.
• Chapter 5 covers the concept of stacks, operations that can be performed on them and various application areas where they can be used.
• Chapter 6 focuses on the concept of queues, operations that can be performed on them and various application areas where they can be used.
• Chapter 7 explains the concept of trees, operations that can be performed on them, their types and applications.
• Chapter 8 covers the concept of graphs, operations that can be performed on them and their various applications.
• Chapter 9 presents various sorting and searching algorithms along with their implementation in C and complexity.
• Chapter 10 gives an overview of hashing, various hashing functions and collision resolution techniques.
• Chapter 11 is devoted to set data structure. It describes different representations of sets, disjoint set ADT and various applications of sets.
• Chapter 12 introduces basic terminology related to files and various file organization techniques.
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1.1 INTRODUCTION

In the early 1970s, the high-level programming language ‘C’ was developed by Dennis Ritchie at the Bell Laboratories in USA for general purpose. The language was named ‘C’ because it was the successor to a language named ‘B’, which was developed by Ken Thompson in 1969–70. Dennis Ritchie extended the features of B and turned into C by adding some more features in it. C was developed as a high-level language so that it could be used to rewrite the UNIX operating system which was earlier written in assembly language. C was initially used to develop system software such as operating systems, compilers, interpreters, assemblers, databases, text editors, utilities, etc. One of the most interesting features of C language is that its compiler is written in C itself.

In 1978, Brian Kernighan and Dennis Ritchie wrote a book “The C Programming Language”. After this book, the de facto standard for C programming language was known as K & R standard for many years. However, there were many changes made unofficially to the C language but that were not present in the K & R standard. Due
to this reason, a group of compiler vendors and software developers approached
the American Standards Institute (ANSI) in 1983 to build a standard for the C
language, and by the end of 1989, the committee approved the ANSI standard for
C programming language.

This chapter will give a brief review of the C programming language and discusses
features of C in data structures. For more details on the language, readers can
consult a textbook on C. We have adhered to the ANSI standard definition of C. Our
discussion is based on the assumption that the reader is familiar with C language or
any other similar high-level language.

1.2 DATA TYPES

A data type determines the value that a variable can take and the operations that
can be performed on that variable. C provides several primitive (built-in) data types.
It provides the facility of defining new data types according to the requirements of
the programmer. In this section, we will discuss the primitivedata types provided
by C and composite data types such as arrays and pointers that are derived from
the primitive data types. We will also discuss structures and union which areuser-
defined data types.

1.2.1 Primitive Data Types

The basic (fundamental) data types provided by C are \texttt{int}, \texttt{float}, \texttt{char} and \texttt{double}.
The data types \texttt{char} and \texttt{int} are collectively known as \textit{integral data types}. The \texttt{char}
data type occupies 1 byte of memory (that is, it holds only one character at a time).
It can be preceded by \texttt{signed} and \texttt{unsigned} modifiers. The \texttt{int} data type is used
to store integers such as 41, 12, 521, –321, etc. Like \texttt{char} data type, \texttt{int} can also be
qualified with \texttt{signed} and \texttt{unsigned} modifiers. In addition to these modifiers, it
can be also be qualified with \texttt{short} and \texttt{long} modifiers. The default modifier of \texttt{int}
data type is \texttt{signed}. The \texttt{float} and \texttt{double} data types are used to store numbers
with decimal point. The \texttt{float} specifies single-precision floating-point numbers and
\texttt{double} specifies double-precision floating-point numbers. The various primitive
data types with their size and range are listed in Table 1.1.

<table>
<thead>
<tr>
<th>Type</th>
<th>Size (in bytes)</th>
<th>Range</th>
</tr>
</thead>
<tbody>
<tr>
<td>\texttt{int}</td>
<td>2</td>
<td>–32,768 to 32,767</td>
</tr>
<tr>
<td>\texttt{signedint}</td>
<td>2</td>
<td>–32,768 to 32,767</td>
</tr>
<tr>
<td>\texttt{unsignedint}</td>
<td>2</td>
<td>0 to 65,535</td>
</tr>
<tr>
<td>\texttt{shortint}</td>
<td>2</td>
<td>–32,768 to 32,767</td>
</tr>
<tr>
<td>\texttt{signedshortint}</td>
<td>2</td>
<td>–32,768 to 32,767</td>
</tr>
<tr>
<td>\texttt{unsignedshortint}</td>
<td>2</td>
<td>0 to 65,535</td>
</tr>
<tr>
<td>\texttt{longint}</td>
<td>4</td>
<td>–2,147,483,648 to 2,147,483,647</td>
</tr>
</tbody>
</table>
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